**Hurdle Task 2**

1. **Describe the principles of polymorphism and how it was used in task 1.**

The term Polymorphism means many forms. It is the ability for objects to present the same method but in different form according to the object’s requirements. This provides extra flexibility in an object-oriented design. There are various types of polymorphism such as Method Overriding, overloading and the use of abstract classes.

In task 1, the original design included a summarise method in DataAnalyser which took in a string parameter related to the summary methods in MinMaxSummary and AverageSummary which means the design consists of two summary methods. Suppose we are to include another summary class to provide a different type of summary, we would have to implement a new summary method. This can go on for N number of summary classes and methods, which is not very efficient.

The new design provides an abstract class SummaryStrategy with an abstract method PrintSummary() that includes a list as the parameter. PrintSummary() is extended to both AverageSummary and MinMaxsSummary in which both methods override the abstract method to provide their own functionality. This allows for access to MinMaxSummary and AverageSummary through SummaryStrategy and makes it a lot easier since this gives us direct access to PrintSummary and which is linked to both MinMaxSummary and AverageSummary.

1. **Using an example, explain the principle of Abstraction.**

The principle of abstraction allows you to represent real world objects by identifying the objects details and behaviours. When you identify key features and methods that represent the object, you have the tools to create a model that simulates those defined details and behaviours.

Let’s look at the clock example from this unit, abstraction in the clock’s domain is the idea that the clock isn’t made up of hours, seconds and minutes, the clock only needs to tick and reset for it be a clock. At a later stage the clock’s detail that are specific to that clock can be added. That maybe be, what colour it is, the shape of the clock, whether its digital or quartz (maybe an atomic clock) but fundamentally all these clocks have the same characteristics and that is that they need to tick and provide the time in seconds, minutes, and hours and due to the nature of earth’s spin, it needs to reset.

The ways we achieve abstraction is through abstract classes and interfaces. An abstract class cannot be instantiated and acts as a blueprint for derived classes. It does not contain any concrete methods; these are defined when the class is extended, the abstract class doesn’t tell us how a something should be implemented, it just tells us what needs to be done, the extension of the abstract class is responsible for the implementation. This allows us to create modular and reusable code by separating the interface (abstract class and interface) and the implementation of which the derived classes are responsible for which results in easier maintenance and extensibility as changes can be made in the derived classes without affecting the behaviour of the abstract class or interface.

1. **What was the issue with the original design in Task 1? Consider what would happen if we had 50 different summary approaches to choose from instead of just 2.**

The original design still works and provides the desired output; however, the issues arise for when more summary approaches are added. If we have 50 different summary approaches, then the code will have 50 different summary methods that require its own code and need to be accessed through 50 different variables. This can still work but its unnecessarily complex and inefficient design that can slow down the processing and incur a lot of costs.